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| **Name** | **Shubhan Singh** |
| **UID no.** | **2022300118** |
| **Experiment No.** | **6** |

|  |  |
| --- | --- |
| **AIM:** | **To demonstrate the use of two-dimensional arrays to solve a given problem.** |
| **Program 1** | |
| **PROBLEM STATEMENT :** | *Write a program to perform Matrix Addition, Subtraction, Multiplication, Transpose of Matrix and Norm of Matrix. Dimensions of matrices will be decided by the user.* |
| **ALGORITHM:** | Algorithm for the **main()** function:  Step 1: START  Step 2: Read the dimensions of two matrices from user input.  Step 3: Declare two matrices with sizes as specified from input.  Step 4: Populate both the matrices with elements read from user input.  Step 5: if the dimensions of both the matrices are same, execute print\_sum\_matrix function, passing both matrices and their dimensions into the function.  Step 6: else print that the sum of these matrices doesn’t exist.  Step 7: if the dimensions of both the matrices are same, execute print\_diff\_matrix function, passing both matrices and their dimensions into the function.  Step 8: else print that the difference of these matrices doesn’t exist.  Step 9: if horizontal dimension of one matrix is equal to the vertical dimension of other matrix, execute print\_prod\_matrix, passing both matrices and their dimensions into the function.  Step 10: else print that product of these matrices doesn’t exist.  Step 11: Execute the print\_transpose\_matrix function for both the matrices respectively, passing the matrices and their dimensions into the function.  step 12: Print the norm of both the matrices using the print\_norm\_matrix function for both the matrices respectively, passing the matrices and their dimensions into the function.  step 13: END  Algorithm for the **print\_sum\_matrix(int y, int x, int matrix1[y][x], int a, int b, int matrix2[a][b])** function:  Step 1: Declare a 2-d array summatrix with the same dimensions as the passed arrays.  Step 2: initialise a variable i to 0  Step 3: initialise a variable j to 0  Step 4: set the element summmatrix[i][j] to matrix1[i][j]+matrix2[i][j]  Step 5: increment j.  Step 6: if j<x, return to step 4.  Step 7: increment i.  Step 8: if i<y, return to step 3.  Step 9: Print the array summatrix using the function print\_matrix, by passing summatrix and its dimensions into the function.  Algorithm for the **print\_diff\_matrix(int y, int x, int matrix1[y][x], int a, int b, int matrix2[a][b])** function:  Step 1: Declare a 2-d array diffmatrix with the same dimensions as the passed arrays.  Step 2: initialize a variable i to 0  Step 3: initialize a variable j to 0  Step 4: set the element diffmatrix[i][j] to matrix1[i][j]-matrix2[i][j]  Step 5: increment j.  Step 6: if j<x, return to step 4.  Step 7: increment i.  Step 8: if i<y, return to step 3.  Step 9: Print the array diffmatrix using the function print\_matrix, by passing diffmatrix and its dimensions into the function.  Algorithm for the **print\_prod\_matrix(int y, int x, int matrix1[y][x], int a, int b, int matrix2[a][b])** function:  Step 1: Declare a 2-d array prodmatrix with the dimensions y(vertical) x b(horizontal).  Step 2: initialize all elements of prodmatrix to 0.  Step 3: initialize i=0  Step 4: initialize j=0  Step 5: initialize p=0  Step 6: set prodmatrix[i][j] = prodmatrix[i][j]+matrix1[i][p]\*matrix2[p][j]  Step 7: increment p  Step 8: if p<x, return to step 6  Step 9: if j<b, return to step 5  Step 10: if i<y, return to step 4  Step 11: print prodmatrix using the function print\_matrix, by passing prodmatrix and its dimensions into the function.  Algorithm for the function **print\_transpose\_matrix(int *y*,int *x*,int *matrix*[*y*][*x*])** :  Step 1: declare a matrix transpose with the vertical dimension equal to the horizontal dimension of the passed matrix and the horizontal dimension equal to vertical dimension of passed matrix.  Step 2: initialise a variable i to 0  Step 3: initialise a variable j to 0  Step 4: set the element transpose[j][i]=matrix[i][j]  Step 5: increment j.  Step 6: if j<x, return to step 4.  Step 7: increment i.  Step 8: if i<y, return to step 3.  Step 9: print transpose using the function print\_matrix, by passing transpose and its dimensions into the function.  Algorithm for the **int print\_norm\_matrix(int *y*,int *x*, int *matrix*[*y*][*x*])** function:  Step 1: initialize two variables norm and maxnorm to 0.  Step 2: initialise a variable i to 0  Step 3: initialise a variable j to 0  Step 4: norm=norm+matrix[j][i]  Step 5: increment j.  Step 6: if j<y, return to step 4.  Step 7: if i=0, i.e. in the first iteration, set maxnorm=norm, in subsequent iterations, if norm>maxnorm, set maxnorm=norm.  Step 8: increment i.  Step 9: if i<x, return to step 3.  Step 10: return maxnorm.  Algorithm for the **void print\_matrix(int *y*,int *x*,int *matrix*[*y*][*x*])** function: (I have ignored the steps for formatting the output here)  Step 1: initialize a variable i to 0  Step 2: initialize a variable j to 0  Step 3: print the value of matrix[i][j]  Step 4: increment j.  Step 5: if j<x, return to step 3.  Step 6: print newline  Step 7: increment i.  Step 8: if i<y, return to step 2. |
| **PROGRAM:** | #include<stdio.h>  #include<time.h>  void print\_matrix(int *y*,int *x*,int *matrix*[*y*][*x*]){      int max=*matrix*[0][0];      int maxdigits=0;      for(int i=0;i<*y*;i++){          for(int j=0;j<*x*;j++){              if(*matrix*[i][j]>max){max=*matrix*[i][j];}          }      }      while(max>0){          maxdigits++;          max=max/10;      }      for(int i=0;i<*y*;i++){          for(int j=0;j<*x*;j++){              printf("| %\*d |",maxdigits+1,*matrix*[i][j]);          }          printf("\n");      }  }  void print\_sum\_matrix(int *y*,int *x*,int *matrix1*[*y*][*x*],int *a*, int *b*,int *matrix2*[*a*][*b*]){      int summatrix[*y*][*x*];      for(int i=0;i<*y*;i++){          for(int j=0;j<*x*;j++){              summatrix[i][j]=*matrix1*[i][j]+*matrix2*[i][j];          }      }      print\_matrix(*y*,*x*,summatrix);  }  void print\_diff\_matrix(int *y*,int *x*, int *matrix1*[*y*][*x*],int *a*,int *b*, int *matrix2*[*a*][*b*]){      int diffmatrix[*y*][*x*];      for(int i=0;i<*y*;i++){          for(int j=0;j<*x*;j++){              diffmatrix[i][j]=*matrix1*[i][j]-*matrix2*[i][j];          }      }      print\_matrix(*y*,*x*,diffmatrix);  }  void print\_prod\_matrix(int *y*,int *x*, int *matrix1*[*y*][*x*],int *a*,int *b*, int *matrix2*[*a*][*b*]){      int prodmatrix[*y*][*b*];      for(int i=0;i<*y*;i++){          for(int j=0;j<*b*;j++){              prodmatrix[i][j]=0;          }      }      for(int i=0;i<*y*;i++){          for(int j=0;j<*b*;j++){              for(int p=0;p<*x*;p++){                  prodmatrix[i][j]=prodmatrix[i][j]+*matrix1*[i][p]\**matrix2*[p][j];              }          }      }      print\_matrix(*y*,*b*,prodmatrix);  }  void print\_transpose\_matrix(int *y*,int *x*,int *matrix*[*y*][*x*]){      int transpose[*x*][*y*];      for(int i=0;i<*y*;i++){          for(int j=0;j<*x*;j++){              transpose[j][i]=*matrix*[i][j];          }      }      print\_matrix(*x*,*y*,transpose);      printf("\n");  }  int print\_norm\_matrix(int *y*,int *x*, int *matrix*[*y*][*x*]){      int norm=0,maxnorm=0;      for(int i=0;i<*x*;i++){          for(int j=0;j<*y*;j++){              norm=norm+*matrix*[j][i];          }          if(i==0){maxnorm=norm;}          if(norm>maxnorm){maxnorm=norm;}      }      return maxnorm;  }  int main(){      int y,x,a,b,n1,n2;      printf("Enter vertical dimensions of first matrix\n");      scanf("%d",&y);      printf("Enter horizontal dimensions of first matrix\n");      scanf("%d",&x);      printf("Enter vertical dimensions of second matrix\n");      scanf("%d",&a);      printf("Enter horizontal dimensions of second matrix\n");      scanf("%d",&b);      int matrix1[y][x];      int matrix2[a][b];      printf("Enter the elements of the first matrix(row by row, from left to right)\n");      for(int i=0;i<y;i++){          for(int j=0;j<x;j++){              scanf("%d",&matrix1[i][j]);          }      }      printf("Enter the elements of the second matrix(row by row, from left to right)\n");      for(int i=0;i<a;i++){          for(int j=0;j<b;j++){              scanf("%d",&matrix2[i][j]);          }      }      if((y==a)&&(x==b)){      printf("The sum of the two matrices is:\n");      print\_sum\_matrix(y,x,matrix1,a,b,matrix2);      }      else{printf("The sum of these matrices doesnt exist\n");}      if((y==a)&&(x==b)){      printf("The difference of the two matrices is:\n");      print\_diff\_matrix(y,x,matrix1,a,b,matrix2);      }      else{printf("The difference of these matrices doesnt exist\n");}      if(x==a){      printf("The product of the two matrices is:\n");      print\_prod\_matrix(y,x,matrix1,a,b,matrix2);      }      else{printf("The product of these matrices doesnt exist\n");}      printf("The transpose of the two matrices is:\n");      print\_transpose\_matrix(y,x,matrix1);      print\_transpose\_matrix(a,b,matrix2);      n1=print\_norm\_matrix(y,x,matrix1);      printf("The norm of matrix 1 is: %d\n",n1);      n2=print\_norm\_matrix(a,b,matrix2);      printf("The norm of matrix 2 is: %d\n",n2);      return 0;  } |
| **RESULT:** | |
| **Program 2** | |
| **PROBLEM STATEMENT :** | *Write a program which reads the current year followed by N followed by a list of N employee numbers and their current ages. Produce a list showing the years in which the employees retire (become 65 years old). If more than one employee retires in a given year then include them all under the same heading.* |
| **ALGORITHM:** | Step 1: START  Step 2: Read current year(y) and number of employees(N) from input.  Step 3: Initialize an integer array arremployee of dimensions N x 3  Step 3: Read the employee numbers of N employees and their ages from input  Step 4: Store the employee numbers in the array locations with indexes [0][0] to [N-1][0] and their ages in the locations [0][1] to [N-1][1] respectively.  Step 5: Store the retirement age of employees in the array locations [0][2] to [N-1][2] in the following manner:  arremployee[i][2]=y-arremployee[i][1]+65, with 65 being the retirement age.  Step 6: sort the employees according to their retirement ages, i.e. sort the rows in the 2d array based upon the 3rd element in each row. (Sorting algorithm used is insertion sort)  Step 7: initialize k=0  Step 8: set flag=arremployee[k][2]  Step 9: print “age of retirement is” followed by value in arremployee[k][2]  Step 10: print “list of employees: ”  Step 11: print value of arremployee[k][0]  Step 12: increment k  Step 13: if arremployee[k][2] equals flag, return to step 11  Step 14: print newline  Step 15: if k<N, return to step 8  Step 16: END |
| **PROGRAM:** | #include<stdio.h>  void sort (int *n*,int *m*, int *arr*[*n*][*m*]){     int temp,j,temp2,temp3;      for(int i=0;i<*n*-1;i++){          j=i+1;          while(*arr*[j-1][2]>*arr*[j][2]){              temp=*arr*[j-1][2];  *arr*[j-1][2]=*arr*[j][2];  *arr*[j][2]=temp;              temp2=*arr*[j-1][1];  *arr*[j-1][1]=*arr*[j][1];  *arr*[j][1]=temp2;              temp3=*arr*[j-1][0];  *arr*[j-1][0]=*arr*[j][0];  *arr*[j][0]=temp3;              j--;              if(j==0){break;}          }      }  }  int main(){      int y,N,flag,k=0,m=3;      printf("Enter current year: ");      scanf("%d",&y);      printf("\nEnter number of employees(N): ");      scanf("%d",&N);      int arremployee[N][3];      printf("\nenter %d sets of employee numbers and ages(seperated by spaces):\n",N);      for(int i=0;i<N;i++){          scanf("%d",&arremployee[i][0]);          scanf("%d",&arremployee[i][1]);      }      for(int i=0;i<N;i++){          arremployee[i][2]=y-arremployee[i][1]+65;      }      sort(N,m,arremployee);      while(k<N){          flag=arremployee[k][2];          printf("Year of retirement: %d\n",arremployee[k][2]);          printf("List of employees: ");          while(arremployee[k][2]==flag){          printf("%d   ",arremployee[k][0]);          k++;          }          printf("\n");      }      return 0;  } |
| **RESULT:** | |
| **CONCLUSION:** | We learnt how to use 2 dimensional arrays in problem solving using computer programming. |